# **🧬 Python Inheritance - Complete Guide**

## **✅ What is Inheritance in Python?**

Inheritance is an OOP concept where **one class (child)** gets access to the **properties and methods of another class (parent)**. It helps with **code reusability**, **extensibility**, and **modularity**.

### **🔑 Real-Life Analogy:**

* **Father → Son**: Son gets some qualities and behavior from the father.
* **Mother → Daughter**: Daughter may inherit traits from her mother.
* Each child may also have their **own unique abilities**.

## **🧱 Syntax of Inheritance**

class Parent:

def greet(self):

print("Hello from Parent")

class Child(Parent): # Inherits from Parent

def play(self):

print("Child is playing")

c = Child()

c.greet() # Inherited

c.play() # Child's own method

## **🔀 Types of Inheritance in Python**

### **1. Single Inheritance**

class Father:

def drive(self):

print("Father can drive")

class Son(Father):

def play(self):

print("Son can play")

s = Son()

s.drive()

s.play()

### **2. Multi-Level Inheritance**

class Grandfather:

def wisdom(self):

print("Grandfather shares wisdom")

class Father(Grandfather):

def drive(self):

print("Father can drive")

class Son(Father):

def play(self):

print("Son can play")

s = Son()

s.wisdom()

s.drive()

s.play()

### **3. Hierarchical Inheritance**

class Mother:

def cook(self):

print("Mother cooks well")

class Daughter(Mother):

def dance(self):

print("Daughter can dance")

class Son(Mother):

def play(self):

print("Son can play")

d = Daughter()

d.cook()

d.dance()

s = Son()

s.cook()

s.play()

### **4. Multiple Inheritance**

class Father:

def drive(self):

print("Father drives")

class Mother:

def cook(self):

print("Mother cooks")

class Child(Father, Mother):

def play(self):

print("Child plays")

c = Child()

c.drive()

c.cook()

c.play()

### **5. Hybrid Inheritance**

class A:

def method\_a(self):

print("A")

class B(A):

def method\_b(self):

print("B")

class C(A):

def method\_c(self):

print("C")

class D(B, C):

def method\_d(self):

print("D")

obj = D()

obj.method\_a() # Comes from MRO

obj.method\_b()

obj.method\_c()

obj.method\_d()

## **❓ Interview Questions on Inheritance**

1. What is inheritance?
2. What are the types of inheritance in Python?
3. What is method overriding?
4. Can you inherit private members?
5. How does Python handle multiple inheritance?
6. Is multiple inheritance good practice?
7. What is the difference between inheritance and composition?

## **🧳 How to Add Inheritance to Your Resume (Project-Level)**

**Project Line Example:** "Built a modular School Management System using OOP principles like inheritance and encapsulation; implemented base User class and extended Student, Teacher, and Admin with role-specific behavior."

### **✅ Tip:**

* Show that you created **base classes** and reused logic using **inheritance**
* Mention **real-world models** (e.g., vehicles, users, products)
* Highlight **code reuse** and **extensibility**

## **🧠 Summary Table**

| **Inheritance Type** | **Description** | **Example Classes** |
| --- | --- | --- |
| Single | One parent, one child | Father → Son |
| Multi-Level | Chain of inheritance | Grandfather → Father → Son |
| Hierarchical | One parent, many children | Mother → Daughter, Son |
| Multiple | One child, many parents | Father + Mother → Child |
| Hybrid | Combo of above | Mix of all |
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